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Abstract. Many users applied built-in random generator for their cryptography applications which is simple and fast. However, the randomness of generated pseudorandom numbers (PRNs) is under questioned whether it can support the reliable security in secure communication. In this paper, we examined two kinds of pseudorandom bit sequence (PRBS); conventional PRBS and chaos-based PRBS. Linear Congruential method, Marsaglia’s Ziggurat algorithm and Mersenne Twister method are used to generate the former, and the latter is produced using chebychev map, logistic map and sawtooth-like map. To verify the randomness of the PRBS, the standard statistical test FIPS140-2 is performed. Overall four tests involved namely monobit, poker, runs and long runs. The results have been compared and analysed between conventional PRBS and chaos-based PRBS on their reliability as encryption key.
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1. Introduction

Random bit generators have been widely employed in many electronic equipment [1] and several applications such as statistical sampling, computer simulation and cryptography [2,3]. In this paper, we concentrate on random number generation in cryptography which required for producing key. The security level of cryptographic system depends on the random number generators features of unpredictable and unlimited period [4]. Good cryptography requires good random numbers. Inadequate source of randomness can compromise the strongest cryptographic protocol and application. There are two kinds of the random number generator (RNG): truly random (TRNG) and pseudorandom (PRNG). The TRNGs are very unpredictable but difficult to handle because it’s too sensitive to the changing environment. As a result, TRNGs are uncontrollable and not suitable for those applications demanded strongly stable randomness quality. PRNG is widely used method improving the controllability of random number. The PRNG can be implemented through software or hardware. For hardware implementation, LFSR is the most popular [1,5-8]. It advantages depend on simple implementation and high speed performance. However, it has poor security in terms of violability. For software implementation, most of users applied built-in random generator for their applications which is simple and fast. However, the randomness of generated pseudorandom numbers is claimed not secure enough to be used for cryptography. Over the past decades, chaos-based pseudorandom generator is seemed promising. Due to some interesting characteristics of chaos, such as sensitivity to initial conditions, ergodicity, unstable periodic orbits with long periods and random-like behavior, chaotic systems may appear to be good sources of randomness.

This paper is organized as follows. Section 2 presents the pseudorandom number generator related works. Section 3 describes the process of pseudorandom bit sequence generation and the randomness test. In Section 4, the randomness test is performed on PRBS generated and the results are analyzed in detail. Finally, Section 5 some conclusion are drawn and future work is discussed.
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2. Pseudorandom Number Generator

Many methods have been used for generating pseudorandom sequence in many applications. However, most of the pseudorandom number generators (PRNGs) are claimed insecure. As pointed out in [9], a good pseudorandom bit sequence (PRBS) should at least satisfy the following cryptographic properties: 1) balance on \{0, 1\}; 2) high linear complexity approximately to half of sequence period; 3) long period; 4) \(d\)-like auto-correlation, nearly zero cross-correlation; 5) passing empirical statistical test (or randomness test).

2.1. Conventional PRNG

A Linear Congruential Generator (LCG) represents one of the oldest and best-known pseudorandom number generators which is easy to understand, and they are easily implemented and fast. It is the basis for many of the random number generators in use today. Starting with an initial value, \(x_0\) the linear congruential method uses the following formula:

\[
x_{n+1} = (ax_n + c) \mod m
\]

Most common pseudo random number generators (PRNG) implemented in standard libraries such as C/C++, use the LCG but with different parameters. Table 1 shows the list of parameters of LCGs in various compilers. However, LCGs are not recommended to be used in cryptography, nor any other purposes which require higher degrees of randomness [10-12].

<table>
<thead>
<tr>
<th>Compiler</th>
<th>Parameter</th>
</tr>
</thead>
<tbody>
<tr>
<td>rand() in Visual C++,</td>
<td>(a=214013, c=2531011, m=4294967296)</td>
</tr>
<tr>
<td>rand() in Matlab</td>
<td>(a=16807, c=0, m=2147483647)</td>
</tr>
<tr>
<td>Knuth [13]</td>
<td>(a=16807; c=0; m=2147483647);</td>
</tr>
</tbody>
</table>

Another pseudorandom generator is Mersenne Twister method that based on a matrix linear recurrence over a finite binary field \(F_2\), It developed by Makoto Matsumoto and Takuji Nishimura [14]. If higher quality random numbers are needed, and sufficient memory is available, then the Mersenne Twister algorithm is a preferred choice. A common Mersenne twister implementation, interestingly enough, uses an LCG to generate seed data. A Marsaglia Ziggurat algorithm is specifically designed to produce floating-point values. The ziggurat algorithm is more complex to implement and requires precomputed tables, so it is best used when large numbers of random values are required [15].

2.2. Chaos-based PRNG

Easy realization and tight relationship with cryptography makes chaos as a suitable choice for pseudorandom number generators in cryptography area such as multimedia encryption. Pseudorandom numbers are produced using simple mathematical equation that iteratively run called chaotic map. Many chaos-based PRBG employed chaotic map such as logistic [16-18], chebyshev [19], sawtooth-like [20], H’enon [21], skew tent [22-23]; have been widely used for generation of the bit sequences.

Compared to conventional PRBG, chaotic systems have a very sensitive dependence on their initial. This sensitive dependence is shown in Fig. 1. After a few iterations, the two iterative sequences are completely different. Thus, there are enormous numbers of chaotic pseudorandom sequences that satisfy the
requirements of cryptography [24]. Parameters and initial value of chaotic maps also can be used as an encryption key.

3. Empirical Test

For the randomness analysis of a pseudorandom number generator, we adopted the strategy illustrated in Fig. 2.

![Fig. 2: The strategies for the randomness analysis](image)

3.1. Generating PRBS

Selection of PRBG and binary sequence generation are two processes involved in PRBS generation. In this paper we select three PRBG for conventional PRBS and chaotic PRBS. For conventional PRBS, we implement Linear Congruential method, Mersenne Twister method and Marsaglia’s Ziggurat algorithm which have been implemented using built-in function `rand()` in Matlab and Visual C++. As mentioned earlier, we produce chaotic-PRBS based on three chaotic maps. They are chebychev map, logistic map and sawtooth-like map.

The logistic map can be denoted by the following equation:  

\[ x_{n+1} = \mu x_n (1 - x_n) \]  

(2)

where, \( x_0 \) is the initial state, and \( x_0 \in [0,1) \); \( \mu \) is a cryptographic key, \( x_n \) is a random number generated by the random number generator, and \( x_{n+1} \) is an iterated result. Here, we select \( \mu = 4 \), where the logistic map is chaotic [17, 21].

The sawtooth-like map can be expressed as equation here:  

\[ x_{n+1} = c x_n \mod 1 \]  

(3)

The chebychev map which is employed as follow:  

\[ x_{n+1} = \cos(4 \arccos(x_n)) \quad -1 \leq x_n \leq 1 \]  

(4)

After \( n \) iterations, a pseudorandom number \( x_n \) is obtained. In order to construct a bit sequence, the pseudorandom number generated is converted to ‘0’ and ‘1’ using the following tossing coin formula:

\[ b_n = \begin{cases} 
0 & \text{if} \quad x_n < 0.5 \\
1 & \text{if} \quad x_n \geq 0.5 
\end{cases} \]  

(5)

Finally a bit sequence \( B = \{b_1, b_2, b_3, ..., b_n\} \) is produced.

3.2. The Randomness Test

To verify the randomness of pseudorandom bit sequences, we apply the standard randomness test FIPS 140-2 [25]. Any PRBS can be claimed as a good PRBS if passed all the tests specified. For analysis purposes, the randomness test has been performed which consist of four tests. A single bit sequence of 20,000 consecutive bits of output from the generator is subjected to each of the following tests:

- **The Monobit Test**: In this test, the number of ones is counted and denotes this quantity by \( x \). The test is considered pass if \( 9,654 < x < 10,346 \).

- **The Poker Test**: We divide 20,000 bit sequence into 5,000 contiguous 4 bit segments. The number of occurrences of each of the 16 possible 4 bit values is counted and stored. Denote \( f(i) \) as the number of each 4 bit value \( i \) where \( 0 < i < 15 \). Then, we evaluate the following:

\[ x = (16/5000) * (\sum f(i)^2) - 5000 \]  

(6)

The test is passed if \( 1.03 < x < 57.4 \).

- **The Runs Test.** A run is defined as a maximal sequence of consecutive bits of either all ones or all zeros, which is part of the 20,000 bit stream. The incidences of runs of all lengths should be counted and stored.
The test is passed if the number of runs that occur is each within the specified interval as stated in Table II.

<table>
<thead>
<tr>
<th>Run length</th>
<th>Required Interval</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>2,267-2,733</td>
</tr>
<tr>
<td>2</td>
<td>1,079-1,421</td>
</tr>
<tr>
<td>3</td>
<td>502-748</td>
</tr>
<tr>
<td>4</td>
<td>223-402</td>
</tr>
<tr>
<td>5</td>
<td>90-223</td>
</tr>
<tr>
<td>≥ 6</td>
<td>90-223</td>
</tr>
</tbody>
</table>

- **The Long Runs Test**: A long run is a run that formed by ‘0’ or ‘1’ with length 34 or more. The test is passed if there are no long runs on the 20,000 consecutive bits.

### 4. Result and Analysis

In this section, we present the testing result of the conventional PRBS and chaotic-based PRBS. Table III shows the output of the randomness test that performed on conventional PRBS. Two different results of Linear congruential method are obtained. As mentioned earlier, it relies to the parameter setting of built-in PRBG implemented in the compiler Visual C++ and Matlab respectively. However, both passed the randomness test followed by Twister and Marsaglia method.
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<table>
<thead>
<tr>
<th>Method</th>
<th>Monobit</th>
<th>Poker</th>
<th>Runs</th>
<th>Monobit</th>
<th>Poker</th>
<th>Long runs</th>
</tr>
</thead>
<tbody>
<tr>
<td>LCG</td>
<td>9831</td>
<td>16.10</td>
<td>2536</td>
<td>1240</td>
<td>626</td>
<td>312</td>
</tr>
<tr>
<td></td>
<td>9978</td>
<td>14.96</td>
<td>2464</td>
<td>1232</td>
<td>631</td>
<td>138</td>
</tr>
<tr>
<td>Twister</td>
<td>10129</td>
<td>10.84</td>
<td>2549</td>
<td>1207</td>
<td>628</td>
<td>169</td>
</tr>
<tr>
<td></td>
<td>9853</td>
<td>30.11</td>
<td>2391</td>
<td>1210</td>
<td>630</td>
<td>163</td>
</tr>
</tbody>
</table>

As comparison, the same randomness test was repeated on the chaos-based PRBS using chebychev map, logistic map and sawtooth-like map. The results of statistical test are depicted in Table IV. Unexpectedly, the PRBS based on chebychev map does not satisfy three tests except the long run test. The results of the long run test show that there are NO long runs in all four pseudorandom numbers. Thus, all methods and functions have passed the Long runs test.

### 5. Conclusion

All the pseudorandom sequences generated in this paper passed the randomness test, FIPS PUB 140-2 test except PRBS generated using chebychev map. Thus, the analysis results show that conventional PRBG and chaotic PRBG able to generate a good pseudorandom bit sequence for encryption key. In addition, chaotic PRBGs are better for multiple key generations which slightly difference in their initial value will results completely different set of pseudorandom numbers. A further study can be carried out on other 2-D, 3-D and discrete chaotic-based pseudorandom bit sequence that possible to generate secure PRBS.
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